Abstract—There are numerous tools available for developers that analyse the source code to find vulnerabilities and help improve the quality as well as maintainability of the code. Oftentimes the usage of these static analysis tools can also bring upon different problems. The aim of this systematic mapping study is to give an overview of the advantages and limitations of static analysis tools, introduce how these limitations could be overcome and gather info on more popular tools.
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I. INTRODUCTION

Software maintenance is a continuous process present in the pre-delivery as well as in the post-delivery stage of a software lifecycle [1]. As it is one of the more expensive parts of the product’s development, it is important to develop well-maintainable code [2]. One way to ensure this is conducting code analysis. Code analysis can be static or dynamic: for static analysis the run-through is performed without the actual execution of the program, as opposed to dynamic. Oftentimes the static approach is better suited for code analysis, as it can be performed without the whole product fully ready or even compilable [3]. Static analysis can be manual or automatic: manual ways include for example program comprehension or code review [3]. These however require the human-factor, which is expensive, error-prone and time-consuming [3]. Therefore, static analysis tools are a popular way of conducting the automated review of the source code. For this reason, it was decided to research the different static analysis tools, their advantages and disadvantages and ways of overcoming these limitations.

II. METHODOLOGY

This paper is a systematic map and is composed of the following steps: i) definition of research questions, ii) data search, iii) study selection and quality assessment, iv) data extraction and v) results.

A. Research Questions

This systematic mapping aims to identify relevant papers on static code analysis tools. The goal is to give an overview of the advantages and limitations of static analysis tools and how these limitations can be overcome. This leads to the following research questions (RQs):

- RQ1: What are the main advantages to the usage of static analysis tools?
- RQ2: What are the main disadvantages to the usage of static analysis tools?
- RQ3: Which static analysis tools are more mentioned in relevant studies in the last 10 years?
- RQ4: How can the problems related to the static analysis tools be minimized?

B. Search Strategy and Data Sources

The search strategy involved the creation of the search string for the database search. The digital library chosen for this study is Ebsco Discovery Service. This database includes results from numerous different digital libraries such as IEEE Xplore and Scopus and was so chosen for the main search pool. The search string was as follows:

Fig. 1. The search string.

As the topic of static analysis does not have a very broad vocabulary, the resulting search query is simplistic for the most accurate results. This string returned 122 722 results with no additional filtering. To first limit these results, the query search is done on only the publications’ titles. Resulting pool is 4041, which will be further narrowed down with exclusion and inclusion criteria.

C. Study Selection and Quality Assessment

Exact duplicates were removed from the search list by Ebsco Discovery Service itself. The following exclusion criteria was set:

- EC1: Papers published later than 2010 (2414 remaining)
- EC2: Papers written in some other language than English (1888 remaining)
- EC3: Papers that are not conference materials or academic journals (1543 remaining)
- EC4: Papers that do not have the full text publicly available (1180)
- EC5: Papers that do not contain the subject „tools” (65 remaining)

The following inclusion criteria was set:

- IC1: Papers mentioning static analysis tools in use.
- IC2: Papers discussing the advantages of static analysis tools.
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• IC3: Papers discussing problems related to static analysis tool.
• IC4: Papers suggesting solutions to solving problems related to static analysis tools (19 remaining)

To the 4041 results found by the search string from the database, EC1 was applied to eliminate older studies and 2414 studies remained after that. Then EC2 was applied, and 1888 papers remained. After that, EC3 was applied to exclude all possibly less relevant publications and get higher quality papers – 1543 results remained. EC4 was applied next and with 1180 results remaining after that, EC5 was applied to further ensure that the publications found also include text on static analysis tools and not only just static analysis. 65 papers remained after applying all the exclusion criteria. Those papers’ titles and abstracts were read through and analysed according to the set inclusion criteria and from there 19 papers were chosen. Additionally, 4 more publications were added to this list, that were found by manual search in the process of writing the introduction and collecting background info). This means collectively 23 publications were found from the study selection.

Additional quality criteria were used to assess the quality of the studies:
• QC1: Are the aim, methodology and results of the study clearly stated?
No more papers were excluded after the assessment of the quality criteria.

D. Data Extraction

The 23 papers were read through and the info gotten from them was gathered into a data extraction table. Data items, that were looked for in addition to article title and author names, were static analysis tool advantages, static analysis tool disadvantages, static analysis tools and solutions. It was collected, which advantages do these publications mention in regard to static analysis tools, and similarly, which disadvantages the papers bring up. Additionally, it was sought, which tools do the papers mention (either their use or when citing some other study). Finally, the publications’ potential recommendations to the tools’ limitations were also analysed.

III. MAIN FINDINGS

A. RQ1 – Advantages

<table>
<thead>
<tr>
<th>General advantage</th>
<th>Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tools help to detect defects without execution (early detection).</td>
<td>[4], [6], [8], [10], [12], [14], [15], [16], [20], [22], [23]</td>
</tr>
<tr>
<td>Understand the behaviour of a program.</td>
<td>[4], [8], [9], [11], [18], [24], [25]</td>
</tr>
<tr>
<td>Using tools is less time-consuming than manual static code analysis.</td>
<td>[4], [5], [11], [12], [24], [26]</td>
</tr>
<tr>
<td>Tools can detect more advanced but common problems (i.e., memory leaks, buffer overflow, race condition, security issues).</td>
<td>[10], [13], [19], [22], [23], [24]</td>
</tr>
<tr>
<td>Tools help to keep code at high, long-lasting quality and contain the best practice patterns.</td>
<td>[10], [11], [16], [18]</td>
</tr>
<tr>
<td>Tools help to reduce code review effort and produce no code review comments in the code.</td>
<td>[11], [12], [24]</td>
</tr>
<tr>
<td>Some tools are highly customizable to specific needs.</td>
<td>[5]</td>
</tr>
<tr>
<td>Easier to achieve full code coverage.</td>
<td>[23]</td>
</tr>
<tr>
<td>Wide range of tools to choose from.</td>
<td>[24]</td>
</tr>
<tr>
<td>Tools are becoming increasingly easier to use.</td>
<td>[25]</td>
</tr>
</tbody>
</table>

Table 2 presents the general advantages of static analysis tools found across 23 publications to answer RQ1. The advantages are sorted by occurrence, starting with the most popular advantage. The advantages with different wording but similar ideas have been amassed under a single description.

B. RQ2 – Disadvantages

<table>
<thead>
<tr>
<th>General disadvantage</th>
<th>Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tools can have false positive results.</td>
<td>[6], [9], [11], [12], [14], [16], [17], [18], [20], [21], [25], [26]</td>
</tr>
<tr>
<td>Tools can have false negative results which usually leads to human involvement.</td>
<td>[5], [7], [9], [10], [12], [14], [25]</td>
</tr>
<tr>
<td>A single tool might not be able to detect all defects.</td>
<td>[4], [6], [8], [10], [13], [23]</td>
</tr>
<tr>
<td>Unclear and different warning messages among tools.</td>
<td>[5], [16], [17], [20], [22]</td>
</tr>
<tr>
<td>Complex defects and defect types lack an efficient tool.</td>
<td>[6], [10], [13], [26]</td>
</tr>
<tr>
<td>Difficult to integrate some tools because they rely on older versions of libraries of compilers.</td>
<td>[6], [16], [26]</td>
</tr>
<tr>
<td>Defects must be visible in static source code.</td>
<td>[4], [23]</td>
</tr>
</tbody>
</table>
The tools are not that helpful as usually only a small fraction of issues is fixed by developers. [18], [22]

Not all programming languages are supported for specific tools (and in general). [4]

Some tools have high memory consumption. [5]

Complex control flow or data flow reduces tools’ success rate. [14]

Some tools have low customizability. [20]


Table 4 presents the tools found from the 23 publications to answer RQ3. It contains only tools that were mentioned at least twice. The tools mentioned once were: NDepend, Nitriq, ReShaper, PVS-studio, Visual Code Grepper, Frama-C, Oclint, Infer, Uno, Flint++, Apache-rat, Clirr, jDepend, VCG, Polyspace, CSTAT, QAC, Astree, Klocwork, YASCA, ITS4, Goanna, RATS, CAT.NET, Sourceinsightscan, Understand, SpotBugs, Better Code Hub, StyleCop, Gendarme.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>FindBugs</td>
<td>[4], [7], [11], [12], [15], [17], [18], [19], [20], [24], [25], [26]</td>
</tr>
<tr>
<td>PMD</td>
<td>[4], [7], [11], [15], [17], [24], [25]</td>
</tr>
<tr>
<td>Cppcheck</td>
<td>[4], [6], [10], [13], [17]</td>
</tr>
<tr>
<td>SonarQube</td>
<td>[4], [15], [18], [24], [25]</td>
</tr>
<tr>
<td>CheckStyle</td>
<td>[7], [24], [25], [26]</td>
</tr>
<tr>
<td>Splint</td>
<td>[4], [6], [10]</td>
</tr>
<tr>
<td>Flawfinder</td>
<td>[4], [6], [10]</td>
</tr>
<tr>
<td>Coverty</td>
<td>[5], [10], [25]</td>
</tr>
<tr>
<td>FindSecBugs</td>
<td>[19], [21], [22]</td>
</tr>
<tr>
<td>Parasoft</td>
<td>[5], [10]</td>
</tr>
<tr>
<td>Sparse</td>
<td>[6], [10]</td>
</tr>
<tr>
<td>Clang</td>
<td>[6], [13]</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Tool</th>
<th>Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Combining tools can help detect more defects (data fusion).</td>
<td>[4], [10], [12], [17], [24], [25]</td>
</tr>
<tr>
<td>Certain tools need to be selected for certain defect types.</td>
<td>[5], [6], [11], [13], [21]</td>
</tr>
</tbody>
</table>

Tools are to be continuously improved based on false negatives and false positives. [4], [8], [10], [12]

Various machine learning techniques can help reduce false positive and negative defects. [9], [14], [21], [22]

Tools’ usefulness can be improved by automatically suggesting solutions to some warnings. [18], [20], [21]

Tools are configurable to fix warning messages and unwanted checks. [5], [11]

Writing code in a way that reduces code complexity, coupling and global variables can help reduce false positive and negative defects. [9], [12]

Ranking the bugs by weight or priority can improve the detection of actual bugs. [17], [24]

Tools should only be used to compliment other review and testing techniques. [23], [25]

Static code analysis tools can be integrated into frameworks for evaluating the tools. [12]

Table 5 presents the solutions to disadvantages to answer RQ4. The solutions are amassed more loosely than previous tables as the suggestions are worded very differently yet they still share a general idea.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Combining tools can help detect more defects (data fusion).</td>
<td>[4], [10], [12], [17], [24], [25]</td>
</tr>
<tr>
<td>Certain tools need to be selected for certain defect types.</td>
<td>[5], [6], [11], [13], [21]</td>
</tr>
</tbody>
</table>

Table 3 has presented us with an overview of the most common static code analysis tool advantages. Many publications found it essential to bring out benefits like early detection of bugs, understanding the behaviour of the code and the reduced time-consumption aspect compared to manual static code review. There were also multiple mentions for that the tools can help solve more advanced problems that are difficult to see and fix instantly. The use of tools will help keep the coding standard high with the use of many best practices and keep the code review effort and noise (comments) to a minimum.

There are single mentions for the tools’ high customizability, ease of achieving full code coverage, wide range of tools and general ease of use.

A. RQ1 – Advantages

Table 2 has presented us with an overview of the most common static code analysis tool advantages. Many publications found it essential to bring out benefits like early detection of bugs, understanding the behaviour of the code and the reduced time-consumption aspect compared to manual static code review. There were also multiple mentions for that the tools can help solve more advanced problems that are difficult to see and fix instantly. The use of tools will help keep the coding standard high with the use of many best practices and keep the code review effort and noise (comments) to a minimum.

There are single mentions for the tools’ high customizability, ease of achieving full code coverage, wide range of tools and general ease of use.

B. RQ2 – Disadvantages

Table 3 has presented us with an overview of the most mentioned issues with static code analysis tools. The most important problem was that the tools produce false positives for which the user cannot do anything. Also, a major disadvantage seemed to be false negatives, in which almost always, human involvement is needed.

In some cases, the tools cannot be used separately as a single tool cannot fix all the occurring problems. The tools are also mentioned to struggle with complex problems and complex control flow and coding techniques. There is concern for the quality of the warning messages and their compatibility across different tools. This also raised a
problem in a few publications that the tools’ warning messages are not useful, and developers rarely even fix most of them. Some publications found it problematic to even integrate and/or use the tools which contradicts the ease of use mentioned in the advantages. There are also mentions for that all the programming languages are not supported, high memory consumptions for some tools and low customizability for some efficient tools.

C. RQ3 – Tools

Table 3 has given us an overview of the most popular tools in our publications, FindBugs, PMD, Cppcheck and SonarQube were the tools that were most discussed. There are also multiple mentions for CheckStyle, Split, Flawfinder, Coverty, FindSecBugs, Parasoft, Sparse and Clang. Given that there were many single mentions for some tools across different programming languages, exclusion criteria could have filtered this paper to only focus on a single programming language. The tools mentioned once are currently therefore less meaningful. But the popular tools are indeed found.

D. RQ4 – Solutions

Table 4 has given us many solutions to various disadvantages to discuss RQ4. A most popular approach to solve many disadvantages would be to first choose the correct tool that has a good accuracy to solve the problems most common with the program. If then still problems persist, the tool should be combined with other tools for these tools to complement each other. A more long-term solution is to report false negatives and positives as the tools are continuously improving. Machine learning can also help with reducing the false negatives and positives. Random Forest Technique was mentioned to have the best results [9].

The tools’ configurability and customizability can also fix some of the false positives instantly and reduce unwanted checks. Another proactive solution is to write code in a way that reduces code complexity, coupling and global variables. These are cases in which some tools struggle to avoid false positive and negative cases. If the tools would rank the bugs by weight or priority, it would also be more helpful to the user to solve only the important issues.

V. CONCLUSION

There are many valid advantages and disadvantages to static code analysis tools. Yet one does not outweigh the other. RQ1 found that many benefits of the tools are undeniably and have huge benefits for developers and code reviewers, like tools helping with early detection and being less time-consuming than manual detection. RQ2 found all the most important issues with the use of the tools that one should be aware when using the tools, high false positive results and unclear warning messages being just a few. There are many tools to choose from (RQ3), FindBugs, PMD and CppCheck being the most mentioned, and they all have their own strengths. Considering the most popular solutions to the tools’ issues (RQ4), many of the mentioned problems can easily be solved and there are also some workarounds in the form of combining different tools and tools continuously improving.
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