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Introduction

One of the "hottest" terms in today’s medical world is "personal medicine". For this to be possible, scientists need to sequence as many individuals as possible and map the reads back to the reference genome to find out the locations of the given sub-sequences, expression rates of the genes or the sequence of the full genome. This kind of biological data is, however, so large that using several software applications in its analysis is inevitable. When it comes to indexing and mapping to the genome, there are two widely-used algorithmic approaches. One involves modifications of suffix trees and Burrows-Wheeler transformation, another different kinds of hashing (Schbath et al, 2012). In this project we were implementing a latter type of genome indexer together with a mapping tool which relies on pairing every n-nucleotide sequence with its locations in a genome.

Indexing the Genome

The first step of mapping the sequencing reads is to index the full genome. For this we iterate over all chromosomes and extract each n-nucleotide (n ≤ 16) word together with its genomic location. Then we sort the words using a linear time in-place radix sort combined with insertion sort for small buckets (Duvanenko, 2009) and keep only one copy of each word and a pointer to the starting position of its genomic locations. The overall time-complexity of the algorithm is O(n) and altogether it takes 4 × size of the genome + 8 × unique word in the genome bytes. The measurements of run-time on four different organisms and two different word lengths are given in Table 1.

Mapping Tool

The mapping process consists of two parts. In the first part the read is cut into over-lapping n-nucleotide seeds. The index created in the previous step is then used to find all locations of those seeds in the genome. When all seeds map to the similar location on the genome, we have found a perfect match. If only some map, we move to the second part of the mapping to find matches with errors by calculating simple edit distance between our read and the potential region in the genome. The time-complexity of the mapping tool is O(m log n) where m is the number of words and n the length of the genome.

Validation

For validation process we used the human reference genome build 37 and generated 25,000 random reads with zero to two mismatches. We noted their locations. We indexed the full genome and mapped the reads back to the reference genome. All the reads mapped back to their original locations with given number of mismatches. Several of them also mapped to many other locations due to repeats in the genome. The files of that validation process are given in our github repository in the results/ directory.
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Table 1: Measurements of run-time

<table>
<thead>
<tr>
<th>Organism</th>
<th>n = 10</th>
<th>n = 16</th>
</tr>
</thead>
<tbody>
<tr>
<td><em>E. coli</em></td>
<td>0 min 0.5 s</td>
<td>0 min 0.6 s</td>
</tr>
<tr>
<td><em>P. aeruginosa</em></td>
<td>0 min 0.7 s</td>
<td>0 min 0.8 s</td>
</tr>
<tr>
<td><em>Mus musculus</em></td>
<td>16 min 22.1 s</td>
<td>26 min 15.4 s</td>
</tr>
<tr>
<td><em>H. sapiens</em></td>
<td>18 min 26.8 s</td>
<td>33 min 48.5 s</td>
</tr>
</tbody>
</table>

Figure 1: a) Genome sequence; b) All extracted n-mers; c) n-mers sorted with in-place radix sort; d) Only one copy of each n-mer and the pointer to the array of locations (e).

Figure 2: Read is cut into seeds. Green seeds map to the given genome location, red seeds do not because of the mismatches (red dots). The second part of the mapping tool is for deciding whether there are more or less mismatches in this genome region that what the user allows.