Problem 1: Symbolic cryptography

In the following, we will investigate protocols that use both symmetric and asymmetric encryption (in the symbolic model). We model messages as follows: $A, B$ are names of participants (known to everyone). $pk_A, pk_B$ are the public keys of $A, B$ (known to everyone). A ciphertext encrypted with public key $pk_X$ is written $\text{penc}(pk_X, m)$. We use symbols $K_i$ for symmetric keys, and we write $\text{senc}(K, m)$ for the symmetric encryption of $m$ using $K$. We use $R_i$ for random values (nonces). We write $\hat{R}_i$ and $\hat{K}_i$ for additional random values/keys belonging to the adversary. We write $(x, y)$ for pairs.

(a) Write down the deduction rules that model the capabilities of the adversary (i.e., those that do not depend on the protocol). You may assume that no party is corrupted (that is, all public keys belong to honest participants and the adversary cannot decrypt messages encrypted with one of these public keys).

(b) Consider the following protocol:

- Alice and Bob share a random value $R_1$. Alice has a secret value $R_0$ that he wishes to send to Bob.
- Alice picks a symmetric key $K_1$ and sends $\text{penc}(pk_B, (K_1, R_1))$ to Bob.
- After checking that the message from Alice contains the right value $R_1$, Bob picks a key $K_2$ and sends $\text{senc}(K_1, K_2)$ to Alice.
- Alice sends $\text{senc}(K_2, R_0)$ to Bob.

Write down the deduction rules corresponding to this protocol. (Assume that only a single instance each of Alice and of Bob runs, and that the network between Alice and Bob is insecure in the sense that the adversary can intercept and replace messages.)

(c) Write down a grammar $M$ that describes the terms the adversary can deduce. That is, if $\vdash t$, the $t$ should match $M$. (Here $\vdash$ is the deduction relation corresponding to the deduction rules you wrote down in (a) and (b).)

For each rule, explain (shortly) why all terms in the conclusion of the rule match $M$ if all terms in the preconditions of the rule match $M$. 
(d) Show that the protocol is secure, i.e., that \( \not \vdash R_0 \).

(e) [Bonus question] Consider the following variation of the protocol from (b):
- Alice has a secret value \( R_0 \) that she wishes to send to Bob.
- Alice picks a symmetric key \( K_1 \) and sends \( penc(pk_B, K_1) \) to Bob.
- Bob picks a key \( K_2 \) and sends \( senc(K_1, K_2) \) to Alice.
- Alice sends \( senc(K_2, R_0) \) to Bob.

(The only difference is that now the shared random value \( R_1 \) is not included in the first message from Alice.)

Write down the deduction rules corresponding to this protocol (analogous to (b)).

(f) [Bonus question] Show that for the deduction rules from (a) and (e), we have \( \vdash R_0 \) (i.e., the protocol is insecure). Write down the derivation tree of \( \vdash R_0 \).\(^1\)

Hint: If you do not see the solution, you can try to produce a grammar of terms as in (c). This will help you to see why \( R_0 \) can be deduced.

(g) [Bonus question] Explain why the attack found in (f) does not work if Bob answers to each message only once. (I.e., when getting several messages of the form \( penc(pk_B, K) \) for some \( K \), he responds only to the first one.) Explain why it is difficult to prove the security in this case using the methods we discussed.

Problem 2: Implementing a protocol verifier [Bonus problem]

In this exercise, we will implement a very simple protocol analyzer.

Consider the deduction rules we formulate for the Needham-Schröder protocol (not NSL). We simplify them slightly by saying that the adversary can only produce three different randomnesses. (I.e., the RAND rule holds only for \( i = 1, 2, 3 \).) That is, we have

\[^1\]The package mathpartir is useful for writing deduction rules and derivation trees in LaTeX. [http://cristal.inria.fr/~remy/latex]
the following rules:

\[
\begin{align*}
\Gamma & \vdash \text{enc}_C(x) & \Gamma & \vdash x & \text{DEC} \\
\Gamma & \vdash x & \Gamma & \vdash \text{enc}_P(x) & \text{ENC} \\
\Gamma & \vdash A & \Gamma & \vdash B & \Gamma & \vdash C & \text{NAME} \\
\Gamma & \vdash (x, y) & \Gamma & \vdash x & \Gamma & \vdash y & \text{PAIR} \\
\Gamma & \vdash (x, y) & \Gamma & \vdash x & \Gamma & \vdash y & \text{SPLIT} \\
\Gamma & \vdash i = 1, 2, 3 & \Gamma & \vdash R_i & \text{RAND} \\
\Gamma & \vdash \text{enc}_C((A, R_1)) & \Gamma & \vdash \text{enc}_B((A, y)) & \text{MSG1} \\
\Gamma & \vdash \text{enc}_A((y, R_2)) & \Gamma & \vdash \text{enc}_C((x)) & \text{MSG2-NS} \\
\Gamma & \vdash \text{enc}_A((R_1, x)) & \Gamma & \vdash \text{enc}_C(x) & \text{MSG3-NS}
\end{align*}
\]

Your task is to write a program that computes the set of all \( t \) with \( \Gamma \vdash t \), and then to check whether \( \text{enc}_B(R_2) \) is in that set.

Of course, that set is infinite. For simplicity, we want to avoid having to represent an infinite set (as we did in the lecture). For this reason, we introduce another (arbitrary) restriction on the adversary. Namely, the adversary cannot derive any term of size greater than 4. Formally, that means that all the rules above implicitly have the additional condition \( \text{size}(t) \leq 4 \) where \( t \) is the term in the conclusion. Practically, this means that if a term \( t \) can be derived from terms already in the set, you only have to add \( t \) to the set if \( \text{size}(t) \leq 4 \).

Since there are only finitely many possible terms of size \( \leq 4 \) (in fact 41280), eventually the set will be saturated.

You are free to choose a programming language of your choice. In fact, a functional programming language is probably best suited for dealing with terms, but I will give the solution in Python anyway.

Below are some fragments of the final code in Python. Note that I fixed a particular encoding of terms as nested tuples, where each tuple starts with a string that indicates what kind of term we have (\text{enc}, \text{pair}, \text{rand}, etc.)

```
#!/usr/bin/python

# Will contain all terms that are deducible by the adversary
known_terms = set()

# Contains all terms that have been added to known_terms but not yet combined
```
# with other terms
fresh_terms = set()

# The term about which we want to know whether it is deducible
target_term = ("enc","B","\hat{R}_2")

# Maximum size. Terms above this size will not be considered
max_size = 4

# Results of my experiments (I also analyzed the NSL protocol):

# nsl | max_size | #known_terms | derivable
# --------------------------------------
# no  | 2   | 60   | no
# yes | 2   | 60   | no
# no  | 3   | 1768 | yes
# yes | 3   | 1267 | no
# no  | 4   | 41280| yes
# yes | 4   | 26404| no
# --------------------------------------

# Encoding of messages:
# enc(pk_A,t) --> ("enc",A,t) (where A is just a string)
# (t,u) --> ("pair",t,u)
# A --> ("name",i) (i is an integer)
# R_i --> ("rand",i) (i is an integer)
# \hat R_i --> ("rand_adv",i) (i is an integer)

# Computes the size of t
# (Lots of asserts to catch encoding bugs early on)
def size(t):
    assert isinstance(t,tuple)
    if t[0]=="enc":
        assert len(t)==3
        assert isinstance(t[1],str)
        return size(t[2])+1
    if t[0]=="pair":
        assert len(t)==3
        return size(t[1])+size(t[2])
    if t[0]=="rand":
        assert len(t)==2
assert isinstance(t[1], int)
return 1
if t[0] == "name":
    assert len(t) == 2
    assert isinstance(t[1], str)
    return 1
if t[0] == "rand_adv":
    assert len(t) == 2
    assert isinstance(t[1], int)
    return 1
raise RuntimeError("unexpected term", t)

# Useful for debugging
def term_to_string(t):
    if t[0] == "enc":
        return "enc({}, {})".format(t[1], term_to_string(t[2]))
    if t[0] == "pair":
        return "({}, {})".format(term_to_string(t[1]), term_to_string(t[2]))
    if t[0] == "rand":
        return "R{}".format(t[1])
    if t[0] == "name":
        return t[1]
    if t[0] == "rand_adv":
        return "R^{}".format(t[1])
    raise RuntimeError("unexpected term", t)

[...lots more...]

print "Number of derivable terms: ", len(known_terms)

# Uncomment to see all terms (useful for debugging)
# for t in known_terms:
#    print ">", term_to_string(t)

derivable = target_term in known_terms
print "Checking if {} can be derived: {}".format(term_to_string(target_term), derivable)