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STATE PATTERN

Allow an object to alter its behaviour when its internal state changes. The object will appear to change its class.
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COMMON STATE METHODS

Input actions

- Player input
- Update pattern
- Interaction with other object
Concurrent State Machines
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Task: Refactoring replay

Use the state and class diagrams in the task description to refactor the macro/replay system.

You need to finish the flyweight replay, before you can start on the refactoring task.

The deadline is one week longer than on other tasks.

Read Game Programming Patterns state chapter and materials about State in CGLearn.
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